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Task: Fitness proportionate selection
Code of the program:

#tinclude <iostream>
#tinclude <cstdlib>
#tinclude <ctime>
using namespace std;

class dogs{
public: int genes[1000];
public: int count;

dogs (){
myRand();
count = 0;
findCount();
}

public: void myRand(){
for (int j = 0; j < 1000; j++) {
genes[j] = rand() % 2;

}
}
public: void findCount() {
count = 0;
for (int 1 = 9; i < 1000; i++) {
genes[i] == @ ? count++ : count;
}
}
s

int main(){
srand(time(NULL));
dogs P[50];
dogs Ch[25];
dogs templ, temp2;
int delim;

for (int kp = 0; kp < 27; kp++) {
int curCh = 0;
delim = rand() % 1000;

/* average*/
/*int tempC = 0;*/

/*best*/
/*int tempBest = 0;*/
for (int 1 = @; i < 50; i += 2) {
for (int j = @; j < delim; j++) {
templ.genes[j] = P[i].genes[j];
}

for (int j = delim; j < 1000; j++) {
templ.genes[j] = P[i + 1].genes[]j];
¥

for (int j = @; j < delim; j++) {
temp2.genes[j] = P[i + 1].genes[]j];
¥

for (int j = delim; j < 1000; j++) {
temp2.genes[j] = P[i].genes[j];
}

templ.findCount();

temp2.findCount();

if (templ.count > temp2.count) {
Ch[curCh] = templ;



/* average*/
/*tempC += templ.count;*/

/*best*/

/*

if (templ.count > tempBest)
tempBest = templ.count;*/

}
else {
Ch[curCh] = temp2;
/* average*/
/*tempC += templ.count;*/
/*best*//*
if (temp2.count > tempBest)
tempBest = temp2.count;*/
}
curCh++;

}
/* average*/
/*cout << tempC / 25 << endl;*/

/*best*/
/*cout << tempBest << endl;*/

for (int i = 0; 1 < 49; ++i) {
for (int j = 0; j < 49; ++j) {
if (P[j + 1].count > P[j].count) {
templ = P[j + 17;
P[J + 1] = P[3];
P[j] = tempil;

}

for (int i = 0; i < 24; ++i) {
for (int j = 0; j < 24; ++j) {
if (Ch[j + 1].count > Ch[j].count) {
templ = Ch[j + 1];
Ch[j + 1] = Ch[]];
Ch[j] = tempil;

}

for (int i = 25, j = @; i < 50; i++, j++){
P[i] = Ch[j];
}

/*count genes(1) in iteration*/
/*cout << P[@].count << endl;*/
}
/*
for (int i = 0; i < 50; i++)
cout << P[i].count << endl;*/
return 0;
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