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Diagram 1. Average value of function by iteration
in x line we have current iteration, in y line — average value of function
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Diagram 2. Min value of function by iteration
in x line we have current iteration, in y line — average value of function

y=x1*sin(x1)+....+x20*sin(x20)
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data for diagram:
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Source code:
import random
from math import sin
def get average value(generation):
av_list = []
for i in generation:
sum = fitness function(i)
av_list.append(sum)
average = reduce(lambda x, y: x + y, av_list) / len(av_list)
min value = min(av_1list)
return (average, min_value)
def fitness function(i):
sum = 0
for j in i:
sum += j * sin(abs(j))
return sum



def main():
generation = []
for i in range(0, 20):
hromosome = []
for j in range(0, 20):
hromosome.append(random.uniform(-5, 5))
generation.append(hromosome)
min_value = get average value(generation)[1]
print(min_value)
count = 0
while count < 10:
generation.sort(key=lambda x: fitness function(x), reverse=False)
fathers = generation[0:10]
new generation = []
for i in range(0, 10):
mother = random.randrange(0, 10)
father = random.randrange(0, 10)
rand_index = random.randrange(0, 20)
first = fathers[mother][0:rand index]
first.extend(fathers[father][rand index:20])
second = fathers[father][0:rand index]
second.extend(fathers[mother][rand index:20])
new_generation.append(first)
new_generation.append(second)
new generation.extend(fathers)
new_max = get average value(new generation)
print(new max)
if new max[1l] < min value:
min_value = new max[1]
count = 0
else:
count +=1
generation = new _generation
if name == "'_main__':
main()
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TASK 2

Diagram 2. Average value of function by iteration

data for diagram
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Diagram 2. Min value of function by iteration

y=xsin(|x[)
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Diagram3. Dots on diagram on 1 iteration

45

40

3.5

a0

25

20

AY

¥ =

5.0 45 40 -35 -30 -25 -20 -15 -10 -05

0

05 10 15 20 25 3J0 35 40 A5 5D

As you can see dots are situated randomly




Diagram4. Dots on diagram on 3 iteration
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As you can see a lot of dots are situated in local min (-2.0,-1.78) and only tree dots are situated near
by min (4.92435,-4.811223640288648)



Diagram5. Dots on diagram on 13 iteration
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As you can see all dots are situated in min of this function by range(-5;5)

Source code:
import random
from math import sin
def get average value(generation):
av_list = []
for i in generation:
sum = fitness function(i)
av_list.append(sum)
average = reduce(lambda x, y: x + y, av_list) / len(av_list)
min value = min(av_list)
return average, min_value
def fitness function(i):
return getResX(i)*sin(abs(getResX(1i)))
def getResX(i):
sum = 0
for count in range(0,10):
if i[count] ==
sum += 2**count




if i[0] ==

sum *=-1
return float(sum)/1023*5
def main():

generation = []
for i in range(0, 20):
hromosome = []
for j in range(0, 10):
hromosome.append(random.getrandbits(1))
generation.append(hromosome)
min value = get average value(generation)[1]
print(min_value)

count = 0
Xs =[]
MAXs = []

while count < 10:

Xs.append((map(lambda x: getResX(x), generation)))
generation.sort(key=lambda x: fitness function(x), reverse=False)
fathers = generation[0:10]
new generation = []
for i in range(0, 10):
mother = random.randrange(0, 10)
father = random.randrange(0, 10)
rand_index = random.randrange(0, 10)
first = fathers[mother][0:rand index]
first.extend(fathers[father][rand index:10])
second = fathers[father][0:rand index]
second.extend(fathers[mother][rand index:20])
new_generation.append(first)
new generation.append(second)
new_generation.extend(fathers)
new_max = get average value(new generation)
MAXs .append (new_max)
if new max[0] < min_value:
min value = new max[0]
count = 0
else:
count +=1
generation = new generation
print(Xs[0])
print(Xs[2])
print(Xs[len(Xs)-1])

print (MAXs)
print("-----mmmemaaaaaas ")
print(generation[0])

if pame == "'__main__':

main()



