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Task


Program code (C#)

File 1

namespace CIIT_Lab3
{
    class Work
    {
        public double[,] genes;
        public List<double[]> y;
        public List<double> average_generation_gen;
        public List<double> max_generation_gen;
        public double[] fortime;
        public int[] keys;
        double min, max;
        int size;
        Random rnd;
        public void Generate()
        {
            double[] fortime = new double[size];
            min = -1; max = 1;
            y = new List<double[]>();
            rnd = new Random();
            size = 20;
            genes = new double[size, size];
            for (int i = 0; i < size; i++)
                for (int j = 0; j < size; j++)
                    genes[i, j] = rnd.NextDouble() * (max - min) + min;
                    //genes[i, j] = (double)rnd.Next(-10000, 10001) / 10000;
            max_generation_gen = new List<double>();
            average_generation_gen = new List<double>();
        }
        public void FindY()
        {
            double[] Y = new double[size];
            for (int i = 0; i < size; i++){
                for (int j = 0; j < size; j++)
                    Y[i] += (Math.Pow(genes[i, j], 2) - Math.Cos(2 * Math.PI * genes[i, j]));
                Y[i] += size;
            }
            y.Add(Y);
        }
        public void Delete_Bad_Genes()
        {
            keys = new int[size];
            for (int i = 0; i < size; i++) keys[i] = i;
            fortime = new double[size];
            fortime = y.Last().ToArray();
            Array.Sort(fortime, keys);
            average_generation_gen.Add(y.Last().Average());
            max_generation_gen.Add(y.Last().Min());
        }
        public void Cross()
        {
            int p = 0;
            double[,] newgenerat = new double[size, size];
            for (int i = 0; i < size/2; i++)
            {
                int first_parent = rnd.Next(0, size / 2);
                int second_parent = rnd.Next(0, size / 2);
                double[] first_parent_mass = new double[size];
                double[] second_parent_mass = new double[size];
                for (int j = 0; j < size; j++)
                {
                    first_parent_mass[j] = genes[keys[first_parent],j];
                    second_parent_mass[j] = genes[keys[second_parent], j];
                }
                int num = rnd.Next(1, size);
                for (int j = num; j < size; j++)
                {
                    double k = first_parent_mass[j];
                    first_parent_mass[j] = second_parent_mass[j];
                    second_parent_mass[j] = k;
                }
                for(int j = 0; j < size; j++)
                {
                    newgenerat[p, j] = first_parent_mass[j];
                    newgenerat[p + 1, j] = second_parent_mass[j];
                }
                p += 2;
            }
            genes = new double[size, size];
            genes = newgenerat;
        }
        public void mutation()
        {
            for (int i = 0; i < size; i++)
            {
                for (int j = 0; j < size; j++)
                {
                    int num = rnd.Next(0, size);
                    if (num == 0)
                    {
                        genes[i, j] = rnd.NextDouble() * (max - min) + min;
                        //genes[i,j] = (double)rnd.Next(-10000, 10001) / 10000;
                    }
                }
            }
        }
        public bool Uslovie()
        {
            if (max_generation_gen.Count == 500) return true;
            return false;
        }
        public void picture()
        {
            Console.WriteLine("Generation " + max_generation_gen.Count);
            Console.WriteLine("Min = " + max_generation_gen.Last());
            Console.WriteLine("Average = " + average_generation_gen.Last());
        }
        public void FTLE()
        {
            StreamWriter file = new StreamWriter(@"B:\All_study_stuff_are_here\4 course\СИИТ\lab3\max.txt", true);
            StreamWriter file1 = new StreamWriter(@"B:\All_study_stuff_are_here\4 course\СИИТ\lab3\avg.txt", true);
            StreamWriter file2 = new StreamWriter(@"B:\All_study_stuff_are_here\4 course\СИИТ\lab3\num.txt", true);
            file.WriteLine(max_generation_gen.Last().ToString());
            file1.WriteLine(average_generation_gen.Last().ToString());
            file2.WriteLine(max_generation_gen.Count().ToString());
            file.Close();
            file1.Close();
            file2.Close();
        }
    }
    class Program
    {
        static void Main(string[] args)
        {
            Work obj = new Work();
            obj.Generate();
            do
            {
                obj.FindY();
                obj.Delete_Bad_Genes();
                obj.picture();
                obj.FTLE();
                obj.Cross();
                obj.mutation();
            } while (obj.Uslovie() == false);
            Console.WriteLine("An excellent gene!\n");
        }
    }
}

RESULTS
Task 1

Graphic of best chromosomes in all generations:
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