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1 EDGE ISAs

Chip designers have traditionally relied reduced feature sizes and increased the clock rates to improve performance in
computer chips. More recently, to better exploit parallelism and achieve faster speeds, more processors and functional
units have been placed on a single chip. RISC and CISC architectures require significant programming efforts in order
to use these resources efficiently. Explicit Data Graph Execution (EDGE) Instruction Set Architectures (ISAs) have
recently been developed to support out of order execution, with low power consumption, by passing dataflow informa-
tion through the instruction set to the multiple functional units, allowing the compiler and processors to better exploit
concurrency. TRIPS [2] is an implementation that supports the EDGE ISA, which can schedule eight hyperblocks,
each one containing a total of 128 instructions, on a 4 × 4 grid of execution units. The placement of instructions on
the units has a direct effect on the execution speed of the a hyperblock. One of the primary challenges for a compiler
targeting the TRIPS architecture is mapping a dataflow graph, with up to 128 instructions, onto functional units such
that the communication overhead is minimized.

2 Problem Formulation

One approach to this problem is to use Spatial Path Scheduling [1], which calculates a placement cost for each instruc-
tion in each possible location. A heuristic is used for this calculation to allow the scheduler to quickly evaluate every
instruction, at every possible location, and then greedily place each instruction. If the heuristic can be improved, the
speed of programs which are compiled with such a scheduler will likely be improved.

We choose to formulate this problem using the reinforcement learning [4] (RL) framework because there are no
correct or incorrect labels available to train on, but we can measure the quality of any given schedule. We consider the
placement cost as a type of value function, which estimates the expected longterm return received when an instruction
is placed at a location (the return will be related to the execution count for the compiled program). Given some value
function, we can evaluate each instruction and determine the costs for placing them at different locations. After the
scheduler deterministically places the instructions we execute the program (either in hardware or in a simulator) and
record the number of cycles used during program execution. The goal is to minimize the cycle count of the compiled
program. We define the RL agent’s reward to the inverse of the cycles used to execute the program.

To learn an appropriate placement cost function, we first must define features that adequately describe instructions and
their relative placement. Beginning with features chosen previously [1], we select a set of 11 features which should
allow approximation of an accurate value function. Our features include booleans (i.e., “Is this instruction a load?”)
and integers (i.e., “What is the critical path length through this instruction if it is placed at this location?”).

3 Neural Evolution of Augmenting Topologies

NeuroEvolution of Augmenting Topologies (NEAT) [3] is a type of genetic algorithm that can be used for many differ-
ent kinds of optimization problems, including RL. NEAT is able to train neural networks to approximate functions of
different complexities. Most neuroevolutionary systems require the network topology, such as the number of hidden
nodes and their connections, to be fixed. In contrast, NEAT automatically evolves the topology by combining the
search for network weights with evolution of the network structure.

In NEAT, a population of genomes, each of which describes a single neural network, is evolved over time: each genome
is evaluated and the fittest individuals reproduce through crossover and mutation. NEAT begins with a population of
simple networks with no hidden nodes and inputs connected directly to outputs. Two special mutation operators,

1



add hidden node and add link, introduce new structure incrementally, but only structural mutations that improve
performance tend to survive evolution. Thus NEAT can find an appropriate level of complexity for a given problem.

When we apply NEAT to scheduling for TRIPS, each neural network represents a different function for calculating the
relative placement cost for an instruction at a location, given a set of input features. In each generation, the scheduler
uses each neural network to compile a given program, each generated executable is run, and the executable’s cycle
count is used to evaluate every network in the population. We then evolve the population so that, over time, the
performance of the scheduler improves.

4 Preliminary Results and Future Work
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Figure 1: We use NEAT to learn scheduling policies for individual bench-
marks. Over time, the policies improve to significantly outperform the hand-
tuned scheduler.

To test the RL formulation described above
we first selected a set of 47 microbenchmarks
from a collection of standard programs that
have behavior representative of much larger
executables. We then trained NEAT on each
of the 47 different benchmarks and compared
their performance with the hand-coded sched-
uler. Figure 1 shows the successful results
of training on four of these benchmarks. Al-
though these results are very encouraging,
when these individual policies are tested on the
remaining 46 benchmarks, the speedup gains
are more moderate (in the range of 1–2%).

We have also tried using NEAT to learn a pol-
icy for the entire set of 47 benchmarks, rather
than for each benchmark individually. Such a
method may allow us to avoid overtraining and
discover a general scheduling policy that can
outperform the handcoded policy. To date, this
method has only produced modest speedups
(up to 3%).

One potential enhancement is to attempt
to cluster hyperblocks by properties of the
dataflow graph. If we can determine clusters of similar hyperblocks, we may be able to train different policies for
each cluster of hyperblocks. Then, after training, we can classify novel individual dataflow graphs into one of the
existing clusters, and use a policy appropriate to the type of program currently being be compiled. Such a method
may allow us to significantly speed up the hyperblocks within each cluster, as well as be able to successfully schedule
novel programs.

A second possible enhancement would be to try using temporal difference methods, another popular RL solution
technique, as they have been shown to outperform genetic algorithms in some circumstances [5]. Lastly, we could
change the problem formulation so that rather than learning a value function, we could learn a full action selector. In
such a system the entire scheduler could be replaced by a RL module that learned which instructions to place on which
tiles, instead of greedily exploiting a learned (or hand-coded) placement cost function.
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